**Euler Problem 144 Definition**

In laser physics, a “white cell” is a mirror system that acts as a delay line for the laser beam. The beam enters the cell, bounces around on the mirrors, and eventually works its way back out. The specific white cell we will be considering is an ellipse with the equation ![4x^2 + y^2= 100 ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGkAAAASCAMAAABvuQAKAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///9mZmaqqqoAAAC6urqYmJgsLCyIiIgQEBDu7u7c3NzMzMxLS0t2dnbMFJMFAAABSElEQVQ4jb1Ui5LDIAgEFPGV///dE62NJiaXm3ZuZ5qtccOCigAnEKM9v/2r5AESQfAfS57AIoBLn0qukA/jBwnfSAK3eMIsIxeQmaVI4yiuos2SCYnFVQNp1XeuOcxONEfBRTS6NtLZ6uRDeZidCziY9jVG3iJYC2msY3CyxCUxd5KsnGINamxn/TxWJw6AGTJF7/1U4+4UUywxKJ8kKydbFZ4663uoTuVvXq7J7mRBygBlnn6DF06OO5daoDnBa0VPUZw+Xjk42373GGvizpDS2ymuT+6wT1V4t26D02mfrIigEc1Z22CR7+CUSgjrDtMXqwc+trQ61wBG9xkyQljs1OCkByJvv9bErZ+KM+HOmkI2m01CAZdtMvYTMrvbVtJ0xJlNRUJUs+r8Kw6d+4Wr9QpDi5bDyasr4+sIohfEv4BJji33GD/u5ga+VxV9zAAAAABJRU5ErkJggg==). The section corresponding to ![-0.01 \leq \times \leq +0.01 ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIsAAAANCAMAAACuLm0IAAAAA3NCSVQICAjb4U/gAAAALVBMVEX///+YmJiqqqoAAABUVFSIiIi6urotLS1mZmbc3Nx2dnYQEBDu7u7MzMxERESl3d8gAAABAklEQVQ4ja2UURKDIAxEIRJAFO9/3IKVGhKssdP9sLPw2t1q0JhOaC0Ks9rNcK2rWFIi2ggsGz4yky0Gxs3RzTdNONKMNsIs9a9MwkAPZhfvmkikxesiSvd9efLcdKB3qbv5YPcPzNcI6aKK2H9j31uAGwLazfKUZNvlEjm7KCIoGCw3JwghG6HSg1QZIqzLRQS4ptx6UnDpu5g1OS/LdHdCILEq1AtoIt7SPUzc4GuXIfJ4XsxSh38ShoOwIbX9Mxoi5BzpIuqrp6yWb81ITJlGAXp3DgWf3QFCuqgjDAKkz85hZgxTEvf8o+NMp+HEyi6/RPxb8R55KHrqniF3b+qiFx4XCOCpLRwXAAAAAElFTkSuQmCC)at the top is missing, allowing the light to enter and exit through the hole.

The light beam in this problem starts at the point (0.0,10.1) just outside the white cell, and the beam first impacts the mirror at (1.4,-9.6). Each time the laser beam hits the surface of the ellipse, it follows the usual law of reflection “angle of incidence equals the angle of reflection.” That is, both the incident and reflected beams make the same angle with the normal line at the point of incidence. In the figure on the left, the red line shows the first two points of contact between the laser beam and the wall of the white cell; the blue line shows the line tangent to the ellipse at the point of incidence of the first bounce. The slope ![m](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAAICAMAAAD+zz7+AAAAA3NCSVQICAjb4U/gAAAALVBMVEV2dna6urr////u7u6YmJiqqqrc3NxUVFTMzMwZGRkAAABmZmaIiIgyMjJEREQxn5GMAAAATElEQVQImSWLQQLAIAjDShTRqfv/c4fuRNoUUdXMVXGPgnpbu8GokJ2MKShPgVgkjg72ckEpknQWI+8vtkGdmK7gLMJLxpmvLTLacj5q3gG/fWuCqQAAAABJRU5ErkJggg==)of the tangent line at any point ![(x,y)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACMAAAARCAMAAABgteXNAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+qqqru7u7c3NyIiIiYmJhmZma6urpUVFQTExMyMjJ2dnbMzMxERERERFROAAAAxElEQVQokX2R2RaFIAhFDzJoZf//uxfQyvtQLIclnGBDgFvBq12h410C4byUPzSwONi+JKgSlT7TAPvcAJGxLvJK6sARax18JlOBNZx0Sbjz5h9GTAU9cTz4CCINxP0WLHTEGrb9T2mvY6O3WxO5FyvxTFe1kKVpiwq3dY/XbIdksDtcMxQnYp1p3d2yhLgn2LtQMQpovbBMdcsumjtkqRAJnhkNwnYfS9dXl5pTGSloHQzGo0xQlNk2LX+s9NkmSYLFFH+rYwN6zBe26AAAAABJRU5ErkJggg==)of the given ellipse is ![m = -4x/y](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFIAAAARCAMAAAB5PgtrAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///9mZmaqqqru7u5UVFQFBQWYmJi6urp2dnbc3NzMzMwsLCyIiIhERERfw87xAAABCklEQVQ4ja2TCQ7EIAhFwQVc8P7XHXDpTNJJamJ/0lRbeWwC8JL8W6Cv8JTZ7shDoou3L+6M6OmGDL8bSpldIvUTdstBPo7IMKt1d2J5syNdVShZqn6NulPuljh3JHnAAK1nTAUgl1zVTwMGTMqOGmGQaYOX/jpx0JHKaquCljeDaKxokKoeuM3Ff7mwpEcsu1nLOEuVU39VHk//ndL33INKuY7mZTELalt7RoDKJtTYnxNnEcEoljIFGCaj30VLyXUG2NnBed6KU41j70NA8IYuw7N1JxgNrVm9vLJ7XV2IiYs4j+OGr2FEonp45Zd+hnGvH49aw6j9p9NRn5rD6MVG5x2l+SYnVtQPTlgFPbOqMCIAAAAASUVORK5CYII=). The normal line is perpendicular to this tangent line at the point of incidence.

How many times does the beam hit the internal surface of the white cell before exiting?

**Proposed Solution to Euler Problem 144**

The first step was to rewrite the equation to use functions to generalise the problem. The general Cartesian equation for an ellipse is:

![\frac{x^2}{a^2} + \frac{y^2}{b^2} = 1, a < b ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHwAAAAXCAMAAAD+89sVAAAAA3NCSVQICAjb4U/gAAAAJ1BMVEX///9mZmaYmJiqqqoDAwMuLi66urpLS0vMzMx2dnbc3Nzu7u6IiIieEUa1AAABj0lEQVRIibVWWZbDIAwDm83Y9z/vADOlEGiAvok/0iyKBF6iKrUfiHSAPok1Mzol8Iz2FrMOj4hvMbtnNr7FHFA9tPMb5ghaMalovXX/peZt+UXIvXbH7NirdaMz+AN1KnzRKcPja7G9SK2oV3sOIPZA/LXTMFuxbi98VBvEuMSg59epKUcKGtTYa504ChyLM2GjlQM81nNny3cFMKl3oFE8geVQnC2rYJob4tvCUcLSx/FqxQMpf12erlEpOnEteXt1KeT7UcolnzZoobT58JcmBtmZ707cpI6V14SAjRdszokmZdpoVtAip4hb8ZLxd6LbcpfHGWrrvauvXGo+QBZpLxk3/C4z+rbCecBi3cjgK7046Q3r+Z2IWDCczsF0U+T8u2nzh6VrwN5XenGACaSPKNYQZsnSmyAYNfT4oGvqAKDVvvhKL+7jBPJpFdfmap+NSwbNg6/0MAPidk3txHtydezCsWIu0a6p4RpSA6hw3/PJ3ABmwSeWn3op5/ReHNeu9lWwOKAVs8Ajf6B+AFYTCF/cmF5TAAAAAElFTkSuQmCC)

The length of the axes for this problem is ![a =5](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACYAAAALCAMAAAAk0Q90AAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///9mZmbu7u6YmJiqqqoAAACIiIh2dna6urpNTU3c3NzMzMwZGRkyMjJj04qwAAAAcUlEQVQYlYWQSQ7EIAwEm/bCmv9/N1hh5hSCD6iFWq6Sge8pVUrWQwnQYUOOLSh/iVm18lTjRXTbbhOVHCH5FL3Wb/rPEmoNkDqDzeD5y4+2eLVsofFYf3jG8g5lsGIbx4QP7G4TNh5u4tqS9J2Xe4jfeVwCD1lTDQ0AAAAASUVORK5CYII=)and ![b = 10](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC0AAAAMCAMAAADBNMQ7AAAAA3NCSVQICAjb4U/gAAAALVBMVEX///9mZmaqqqoyMjKYmJgAAAC6urqIiIh2dnYXFxfc3NzMzMxERETu7u5UVFS8b6rZAAAAhUlEQVQokZWQUQ4DIQgFUZ8Cuu79j1vETZMmlbT8iGGUySMaV6E/SiQYTlx+MsDelHaGB9g3s6Etra6Gm7PTOh+wlZwDF6e7/1hNQuwqiOnmtOatjdsn6V34SmPbpLPKJz302fGT97A8u1JsQtrJLabRd5A4dt72PK+8AZzhzqXK0mSP+QWZUAKutvfVkwAAAABJRU5ErkJggg==). While the Project Euler description gives the formula for the slope of the tangent to the ellipse, I have generalised the code to reuse it for the elliptical billiards table. The slope of the tangent to an ellipse at point ![(x,y)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACMAAAARCAMAAABgteXNAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+qqqru7u7c3NyIiIiYmJhmZma6urpUVFQTExMyMjJ2dnbMzMxERERERFROAAAAxElEQVQokX2R2RaFIAhFDzJoZf//uxfQyvtQLIclnGBDgFvBq12h410C4byUPzSwONi+JKgSlT7TAPvcAJGxLvJK6sARax18JlOBNZx0Sbjz5h9GTAU9cTz4CCINxP0WLHTEGrb9T2mvY6O3WxO5FyvxTFe1kKVpiwq3dY/XbIdksDtcMxQnYp1p3d2yhLgn2LtQMQpovbBMdcsumjtkqRAJnhkNwnYfS9dXl5pTGSloHQzGo0xQlNk2LX+s9NkmSYLFFH+rYwN6zBe26AAAAABJRU5ErkJggg==)is:

![m=-\frac{b^2x}{a^2y}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEYAAAAZCAMAAAC7KKiUAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///9mZmaYmJgDAwO6urqqqqp2dnZUVFTMzMzu7u6IiIjc3NwrKytEREQUp6hOAAABA0lEQVQ4jaVUW5LEIAhEBBTU+193McapedTsJNofSiXSYmMLsApmWc59YiEw3KOQcEwh79HgUQZtFgOp+JAZNquJaFRqq+QS4bLUpQG0MySI2tZo2CA/UnMaM0ohFvR7kPQiDUOgEUoOCF3qXKyWflz/dlV6w7kS2Xn67gTBJdLocbLzZ3jgRk+r943aGXw5Rpr4ukSjDyJncAXxE7MQlwwD0J1DvV6YXgj0QhIrXaznYHn1ZjdY6c0n4xssM3Ufu94shkGHN4srqmum0uo9geFNckctehPlcOeAyxzudOaJxm1kM9XfnrrEAmqEMmnYcJHmDWS/1/xCFrj6vvwHRet38A8EWwWlvQk9hQAAAABJRU5ErkJggg==)

This first code snippet defines functions to draw an ellipse and calculate the bouncing angle. The last part of the code bounces the laser inside the cell until it exits through the top.

I sourced the formula to find the intersection between a line and an ellipse from [Ambrsoft](http://www.ambrsoft.com/TrigoCalc/Circles2/Ellipse/EllipseLine.htm). The equation has two possible solutions, one of which is the same as the original point.

plot\_ellipse <- function(a, b, colour = NA, line = "black") {

plot.new()

plot.window(xlim = c(-a, a), ylim = c(-b, b), asp = 1)

par(mar = rep(0,4))

x <- seq(-a, a, length = 200)

y <- sqrt(b^2 - (b^2 / a^2) \* x^2)

lines(x, y, col = line)

lines(x, -y, col = line)

polygon(x, y, col = colour, border = NA)

polygon(x, -y, col = colour, border = NA)

}

bounce <- function(coords) {

x <- coords$x

y <- coords$y

## Tangent to ellipse

t <- -(b^2 / a^2) \* (x[2] / y[2])

## Deflection on sloping mirror y = mx + c

dydx <- diff(y) / diff(x)

m <- tan(pi - atan(dydx) + 2 \* atan(t))

c <- y[2] - m \* x[2]

## Determine intersection point

## Source: http://www.ambrsoft.com/TrigoCalc/Circles2/Ellipse/EllipseLine.htm

x[1] <- x[2]

y[1] <- y[2]

x2 <- (-a^2 \* m \* c + c(-1, 1) \* (a \* b \* sqrt(a^2 \* m^2 + b^2 - c^2))) /

(a^2 \* m^2 + b^2)

x[2] <- ifelse(round(x[1] / x2[1], 6) == 1, x2[2], x2[1])

y[2] <- m \* x[2] + c

return(data.frame(x, y))

}

# Initial conditions

a <- 5

b <- 10

x1 <- 0

y1 <- 10.1

x2 <- 1.4

y2 <- -9.6

answer <- 0

plot\_ellipse(a, b)

points(c(0,0), c(-c, c), pch = 19)

## Bounce laser breams

laser <- data.frame(x = c(x1, x2), y = c(y1, y2))

while((laser$x[2] < -0.01 | laser$x[2] > 0.01) | laser$y[2] < 0) { ## Escape?

lines(laser$x, laser$y, col = "red", lwd = .5)

laser <- bounce(laser)

answer <- answer + 1

}

print(answer)

The result of this code is a pretty image of all the laser beams that have bounced around the mirror, which looks like the evil [Eye of Sauron](http://lotr.wikia.com/wiki/Eye_of_Sauron) in Lord of the Rings.

**Elliptical Pool Table**

We can use the solution to Euler problem 144 to play billiards on an elliptical billiards table. To close the article, we return to the elliptical pool table demonstrated by Alex Bellos. This code draws the pool table to the dimensions mentioned in the video. We know that the table has an eccentricity of ![e = 0.43](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADoAAAALCAMAAAAZQ24SAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///8EBARmZmaIiIiYmJju7u6qqqq6urrc3Nx2dnbMzMwoKChERERUVFTkR00tAAAAvElEQVQokYWRCRLDIAhFQRaX6P2vW9BobZO0zrhAeCw/AL8XMdNuV9vCnJv8AYGMi+FtK9oRku36D0VPjssU9ne1fDScpFruydQDME6bZaZpzc/D6ud7NA5Up5kmqtXbCTZKOqUIa/GGHjwnhYEKU3dh1k8Rr1VP1K7VMJsKCR+wy6ylDFSy+BeFcmyh3w0DJlgKRyIKSFrcWTwf9uYfyvpMuolRPNo1zV6xUNT4QPYf55E8etOGOYJ4eYEXnVEDZ/urGAEAAAAASUVORK5CYII=)and a long axis of ![a = 130](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADYAAAALCAMAAAADf46cAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///9mZmaYmJiqqqqIiIju7u4AAAAyMjK6urpJSUnc3NwUFBR2dnbMzMxZTp3gAAAAsElEQVQokY2S2Q5CIQxESzf2//9dp9V7HzSKJIQGejpTgOgwjPtz4dUNgTLriSHarDXWMjBRQMG0cuZIEutI10k0Q9FTf4mk/i8s0U4jCW+gqtH2k1oEqN0ycQoch9vrqNyD3zBjxdYLQ+RoVtcfasTTbiz99XbAbKH54XL3lv7c2m+TOzxtpM9BeZM2Q534U+ayliaji1XjtVEo3o1VRuH9BRpafeHiTFVL/hIRlHgAAwUD6tNWsbwAAAAASUVORK5CYII=)cm. The code defines the short axis (![b](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAAMCAMAAACZS1ciAAAAA3NCSVQICAjb4U/gAAAAKlBMVEV2dnYyMjL///+6urqYmJiqqqoGBgbMzMxERERUVFQiIiJmZmbc3Nzu7u63AHl5AAAAP0lEQVQImSXKQQ7AIAwDwY0JBGj7/+/WAsnSHLyoZkjC4xrtOnRs0TsWZyTnzsW5H6htd6em9A7x2dXcZ6bLHyymARlajbjrAAAAAElFTkSuQmCC)) and the distance of the focal points from the centre.

The code selects a random starting point and angle of the shot. The code first determines whether the line passes through the pocket. If this is not the case, the algorithm then finds the place where the ball hits and keeps bouncing it until it falls into the pocket or the ball bounces 100 times.

Elliptical billiard tables have four possible outcomes. Any ball the pass through a focal point will fall into the pocket, ending the simulation. Any ball that passes outside the focal points will bounce around, and the combined trajectories form an ellipse. When the ball moves between the foci, the result is a hyperbola. Lastly, there are some unique circumstances which result in a regular polygon.

If simulations are not enough for you, then head over to the [Instructables](http://www.instructables.com/id/Elliptical-Pool-Table/) website to find out how you can construct an elliptical billiards table. There is even a patent for an [elliptical pocket billiard table](https://patents.google.com/patent/US5226644), with the pockets at the edge.

## Elliptical pool table

## https://www.youtube.com/watch?time\_continue=54&v=4KHCuXN2F3I

e <- 0.43

a <- 130

b <- a \* sqrt((1 + e) \* (1 - e)) # a > b

f <- sqrt(a^2 - b^2)

plot\_ellipse(a, b, "darkgreen", NA)

points(-f, 0, pch = 19, cex = 2)

points(f, 0, pch = 19, col = "grey")

## Simulate random shot

angle <- runif(1, 0, 2 \* pi)

x1 <- runif(1, -a, a)

ymax <- sqrt(b^2 - (b^2 / a^2) \* x1^2)

y1 <- runif(1, -ymax, ymax)

## First shot

m <- tan(angle)

c <- y1 - m \* x1

x2 <- (-a^2 \* m \* c + c(-1, 1) \* (a \* b \* sqrt(a^2 \* m^2 + b^2 - c^2))) / (a^2 \* m^2 + b^2)

y2 <- m \* x2 + c

x2 <- x2[which(((x2 - x1) < 0) == (cos(angle) < 0))]

y2 <- y2[which(((y2 - y1) < 0) == (sin(angle) < 0))]

shot <- (data.frame(x = c(x1, x2), y = c(y1, y2)))

## Bounce ball

for (i in 1:100){

dydx <- diff(shot$y) / diff(shot$x)

if (all.equal(dydx, (shot$y[1] - 0) / (shot$x[1] - -f)) == TRUE) {

shot[2, ] <- c(-f, 0)

}

lines(shot$x, shot$y, col = "yellow", lwd = 1)

if (shot[2,2] == 0) break

shot <- bounce(shot)

}

points(x1, y1, pch = 19, col = "blue", cex = 1.8)